# R Programming: K-Means Clustering

## Example   
# ---  
# Question: Perform clustering analysis on the following dataset using the K-Means clustering algorithm.  
# ---  
#   
  
# Load and view the dataset   
# ---  
# Importing the dataset  
# ---  
#   
require("datasets")  
  
# Loading the Iris dataset  
# ---  
#   
data("iris")  
  
# Viewing the structure of the dataset  
# ---  
#  
str(iris)

## 'data.frame': 150 obs. of 5 variables:  
## $ Sepal.Length: num 5.1 4.9 4.7 4.6 5 5.4 4.6 5 4.4 4.9 ...  
## $ Sepal.Width : num 3.5 3 3.2 3.1 3.6 3.9 3.4 3.4 2.9 3.1 ...  
## $ Petal.Length: num 1.4 1.4 1.3 1.5 1.4 1.7 1.4 1.5 1.4 1.5 ...  
## $ Petal.Width : num 0.2 0.2 0.2 0.2 0.2 0.4 0.3 0.2 0.2 0.1 ...  
## $ Species : Factor w/ 3 levels "setosa","versicolor",..: 1 1 1 1 1 1 1 1 1 1 ...

# Viewing the statistical summary of the dataset  
# ---  
#   
summary(iris)

## Sepal.Length Sepal.Width Petal.Length Petal.Width   
## Min. :4.300 Min. :2.000 Min. :1.000 Min. :0.100   
## 1st Qu.:5.100 1st Qu.:2.800 1st Qu.:1.600 1st Qu.:0.300   
## Median :5.800 Median :3.000 Median :4.350 Median :1.300   
## Mean :5.843 Mean :3.057 Mean :3.758 Mean :1.199   
## 3rd Qu.:6.400 3rd Qu.:3.300 3rd Qu.:5.100 3rd Qu.:1.800   
## Max. :7.900 Max. :4.400 Max. :6.900 Max. :2.500   
## Species   
## setosa :50   
## versicolor:50   
## virginica :50   
##   
##   
##

# Previewing the dataset  
# ---  
#   
head(iris)

## Sepal.Length Sepal.Width Petal.Length Petal.Width Species  
## 1 5.1 3.5 1.4 0.2 setosa  
## 2 4.9 3.0 1.4 0.2 setosa  
## 3 4.7 3.2 1.3 0.2 setosa  
## 4 4.6 3.1 1.5 0.2 setosa  
## 5 5.0 3.6 1.4 0.2 setosa  
## 6 5.4 3.9 1.7 0.4 setosa

# Preprocessing the dataset  
# ---  
# Since clustering is a type of Unsupervised Learning,   
# we would not require Class Label(output) during execution of our algorithm.   
# We will, therefore, remove Class Attribute âSpeciesâ and store it in another variable.   
# We would then normalize the attributes between 0 and 1 using our own function.  
# ---  
#  
iris.new<- iris[, c(1, 2, 3, 4)]  
iris.class<- iris[, "Species"]  
head(iris.new)

## Sepal.Length Sepal.Width Petal.Length Petal.Width  
## 1 5.1 3.5 1.4 0.2  
## 2 4.9 3.0 1.4 0.2  
## 3 4.7 3.2 1.3 0.2  
## 4 4.6 3.1 1.5 0.2  
## 5 5.0 3.6 1.4 0.2  
## 6 5.4 3.9 1.7 0.4

# Previewing the class column  
# ---  
#   
head(iris.class)

## [1] setosa setosa setosa setosa setosa setosa  
## Levels: setosa versicolor virginica

# Normalizing the dataset so that no particular attribute   
# has more impact on clustering algorithm than others.  
# ---  
#   
normalize <- function(x){  
 return ((x-min(x)) / (max(x)-min(x)))  
}  
  
iris.new$Sepal.Length<- normalize(iris.new$Sepal.Length)  
iris.new$Sepal.Width<- normalize(iris.new$Sepal.Width)  
iris.new$Petal.Length<- normalize(iris.new$Petal.Length)  
iris.new$Petal.Width<- normalize(iris.new$Petal.Width)  
head(iris.new)

## Sepal.Length Sepal.Width Petal.Length Petal.Width  
## 1 0.22222222 0.6250000 0.06779661 0.04166667  
## 2 0.16666667 0.4166667 0.06779661 0.04166667  
## 3 0.11111111 0.5000000 0.05084746 0.04166667  
## 4 0.08333333 0.4583333 0.08474576 0.04166667  
## 5 0.19444444 0.6666667 0.06779661 0.04166667  
## 6 0.30555556 0.7916667 0.11864407 0.12500000

# Applying the K-means clustering algorithm with no. of centroids(k)=3  
# ---  
#   
result<- kmeans(iris.new,3)   
  
# Previewing the no. of records in each cluster  
#   
result$size

## [1] 21 96 33

# Getting the value of cluster center datapoint value(3 centers for k=3)  
# ---  
#   
result$centers

## Sepal.Length Sepal.Width Petal.Length Petal.Width  
## 1 0.1243386 0.3730159 0.12832930 0.1051587  
## 2 0.5596065 0.3732639 0.67355226 0.6679688  
## 3 0.2415825 0.6792929 0.08371854 0.0719697

# Getting the cluster vector that shows the cluster where each record falls  
# ---  
#   
result$cluster

## [1] 3 1 1 1 3 3 3 3 1 1 3 3 1 1 3 3 3 3 3 3 3 3 3 3 3 1 3 3 3 1 1 3 3 3 1 1 3  
## [38] 3 1 3 3 1 1 3 3 1 3 1 3 3 2 2 2 2 2 2 2 1 2 2 1 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [75] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 1 2 2 2 2 1 2 2 2 2 2 2 2 2 2 2 2 2  
## [112] 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2  
## [149] 2 2

# The graph shows that we have got 3 clearly distinguishable clusters for Ozone and Solar.R data points.  
# Letâs see how clustering has performed on Wind and Temp attributes.

# Visualizing the clustering results  
# ---  
#   
par(mfrow = c(1,2), mar = c(5,4,2,2))  
  
# Plotting to see how Ozone and Solar.R data points have been distributed in clusters  
# ---  
#  
plot(airquality[,1:2], col = result$cluster)
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# Verifying the results of clustering  
# ---  
#   
par(mfrow = c(2,2), mar = c(5,4,2,2))  
  
# Plotting to see how Sepal.Length and Sepal.Width data points have been distributed in clusters  
plot(iris.new[c(1,2)], col = result$cluster)  
  
# Plotting to see how Sepal.Length and Sepal.Width data points have been distributed   
# originally as per "class" attribute in dataset  
# ---  
#  
plot(iris.new[c(1,2)], col = iris.class)  
  
# Plotting to see how Petal.Length and Petal.Width data points have been distributed in clusters  
# ---  
#   
plot(iris.new[c(3,4)], col = result$cluster)  
plot(iris.new[c(3,4)], col = iris.class)
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# Result of table shows that Cluster 1 corresponds to Virginica,   
# Cluster 2 corresponds to Versicolor and Cluster 3 to Setosa.  
# ---  
#   
table(result$cluster, iris.class)

## iris.class  
## setosa versicolor virginica  
## 1 17 4 0  
## 2 0 46 50  
## 3 33 0 0

In order to improve this accuracy further, we may try different values of âkâ. In some cases, it is also beneficial to change the algorithm in case k-means is unable to yield good results.

## Challenge 1  
# ---  
# Question: Apply unsupervised learning to the given airquality dataset below.  
# ---  
#   
#   
  
# Load and view the dataset   
# ---  
# Importing the dataset  
# ---  
#   
data("airquality")  
str(airquality)

## 'data.frame': 153 obs. of 6 variables:  
## $ Ozone : int 41 36 12 18 NA 28 23 19 8 NA ...  
## $ Solar.R: int 190 118 149 313 NA NA 299 99 19 194 ...  
## $ Wind : num 7.4 8 12.6 11.5 14.3 14.9 8.6 13.8 20.1 8.6 ...  
## $ Temp : int 67 72 74 62 56 66 65 59 61 69 ...  
## $ Month : int 5 5 5 5 5 5 5 5 5 5 ...  
## $ Day : int 1 2 3 4 5 6 7 8 9 10 ...

head(airquality)

## Ozone Solar.R Wind Temp Month Day  
## 1 41 190 7.4 67 5 1  
## 2 36 118 8.0 72 5 2  
## 3 12 149 12.6 74 5 3  
## 4 18 313 11.5 62 5 4  
## 5 NA NA 14.3 56 5 5  
## 6 28 NA 14.9 66 5 6

# The output shows that only Ozone and Solar.R attributes have NA i.e. some missing value.  
# Impute monthly mean in Ozone by running the code shown below  
for (i in 1:nrow(airquality)){  
 if(is.na(airquality[i,"Ozone"])){  
 airquality[i,"Ozone"]<- mean(airquality[which(airquality[,"Month"]==airquality[i,"Month"]),"Ozone"],na.rm = TRUE)  
 }}

# Impute monthly mean in Solar.R  
# ---  
for (i in 1:nrow(airquality)){  
 if(is.na(airquality[i,"Solar.R"])){  
 airquality[i,"Solar.R"]<-mean(airquality[which(airquality[,"Month"]==airquality[i,"Month"]),"Solar.R"],na.rm = TRUE)  
 }}

airquality.new<- airquality[, c(1, 2, 3, 4,6)]  
airquality.class<- airquality[, "Month"]  
head(airquality.new)

## Ozone Solar.R Wind Temp Day  
## 1 41.00000 190.0000 7.4 67 1  
## 2 36.00000 118.0000 8.0 72 2  
## 3 12.00000 149.0000 12.6 74 3  
## 4 18.00000 313.0000 11.5 62 4  
## 5 23.61538 181.2963 14.3 56 5  
## 6 28.00000 181.2963 14.9 66 6

# Previewing the class column  
# ---  
#   
head(airquality.class)

## [1] 5 5 5 5 5 5

# Normalizing the dataset so that no particular attribute   
# has more impact on clustering algorithm than others.  
# ---  
#   
normalize <- function(x){  
 return ((x-min(x)) / (max(x)-min(x)))  
}  
  
airquality.new$Ozone<- normalize(airquality.new$Ozone)  
airquality.new$Solar.R<- normalize(airquality.new$Solar.R)  
airquality.new$Wind<- normalize(airquality.new$Wind)  
airquality.new$Temp<- normalize(airquality.new$Temp)  
airquality.new$Day<- normalize(airquality.new$Day)  
head(airquality.new)

## Ozone Solar.R Wind Temp Day  
## 1 0.23952096 0.5596330 0.3000000 0.2682927 0.00000000  
## 2 0.20958084 0.3394495 0.3315789 0.3902439 0.03333333  
## 3 0.06586826 0.4342508 0.5736842 0.4390244 0.06666667  
## 4 0.10179641 0.9357798 0.5157895 0.1463415 0.10000000  
## 5 0.13542146 0.5330162 0.6631579 0.0000000 0.13333333  
## 6 0.16167665 0.5330162 0.6947368 0.2439024 0.16666667

# Applying the K-means clustering algorithm with no. of centroids(k)=3  
# ---  
#   
result1<- kmeans(airquality.new,3)   
  
# Previewing the no. of records in each cluster  
#   
result1$size

## [1] 57 52 44

# Getting the value of cluster center datapoint value(3 centers for k=3)  
# ---  
#   
result1$centers

## Ozone Solar.R Wind Temp Day  
## 1 0.1547795 0.6619318 0.5050785 0.4741121 0.2853801  
## 2 0.4246477 0.6725308 0.3218623 0.7335835 0.5378205  
## 3 0.1274164 0.2461980 0.4765550 0.3747228 0.7106061

# Getting the cluster vector that shows the cluster where each record falls  
# ---  
#   
result1$cluster

## [1] 1 1 1 1 1 1 1 1 3 1 1 1 1 1 3 1 1 3 1 3 3 1 3 3 3 3 3 3 2 2 2 1 1 1 1 1 1  
## [38] 1 1 2 1 2 2 1 1 1 1 1 3 3 3 3 3 3 2 3 3 3 3 3 3 2 1 1 1 2 1 2 2 2 2 2 1 1  
## [75] 2 3 2 2 2 2 2 3 2 2 2 2 3 3 2 2 2 2 1 1 1 2 1 2 2 2 2 2 2 1 1 2 3 3 3 3 1  
## [112] 2 1 3 2 2 2 2 2 2 2 2 2 2 2 2 2 1 1 1 1 1 1 1 1 1 3 3 2 1 3 1 2 1 3 3 3 3  
## [149] 3 3 3 3 3

# Visualizing the clustering results  
# ---  
#   
par(mfrow = c(1,2), mar = c(5,4,2,2))  
  
# Plotting to see how Ozone and Solar.R data points have been distributed in clusters  
# ---  
#  
plot(airquality[,1:2], col = result1$cluster)

![](data:image/png;base64,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)

# Verifying the results of clustering  
# ---  
#   
par(mfrow = c(2,2), mar = c(5,4,2,2))  
  
# Plotting to see how Sepal.Length and Sepal.Width data points have been distributed in clusters  
plot(airquality.new[c(1,2)], col = result1$cluster)  
  
# Plotting to see how Sepal.Length and Sepal.Width data points have been distributed   
# originally as per "class" attribute in dataset  
# ---  
#  
plot(airquality.new[c(1,2)], col = airquality.class)  
  
# Plotting to see how Petal.Length and Petal.Width data points have been distributed in clusters  
# ---  
#   
plot(airquality.new[c(3,4)], col = result1$cluster)  
plot(airquality.new[c(3,4)], col = airquality.class)
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#   
table(result1$cluster, airquality.class)

## airquality.class  
## 5 6 7 8 9  
## 1 17 14 6 8 12  
## 2 3 4 21 18 6  
## 3 11 12 4 5 12

## Challenge 2  
# ---  
# Question: Create a model that clusters the following dataset.  
# ---  
# Dataset = http://bit.ly/SalaryDatasetClustering  
# ---  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.0 --

## v ggplot2 3.3.3 v purrr 0.3.4  
## v tibble 3.1.0 v dplyr 1.0.5  
## v tidyr 1.1.3 v stringr 1.4.0  
## v readr 1.4.0 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(data.table)

##   
## Attaching package: 'data.table'

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

## The following object is masked from 'package:purrr':  
##   
## transpose

salary <- fread("http://bit.ly/SalaryDatasetClustering")  
head(salary)

## Id EmployeeName JobTitle  
## 1: 1 NATHANIEL FORD GENERAL MANAGER-METROPOLITAN TRANSIT AUTHORITY  
## 2: 2 GARY JIMENEZ CAPTAIN III (POLICE DEPARTMENT)  
## 3: 3 ALBERT PARDINI CAPTAIN III (POLICE DEPARTMENT)  
## 4: 4 CHRISTOPHER CHONG WIRE ROPE CABLE MAINTENANCE MECHANIC  
## 5: 5 PATRICK GARDNER DEPUTY CHIEF OF DEPARTMENT,(FIRE DEPARTMENT)  
## 6: 6 DAVID SULLIVAN ASSISTANT DEPUTY CHIEF II  
## BasePay OvertimePay OtherPay Benefits TotalPay TotalPayBenefits Year  
## 1: 167411.18 0.0 400184.25 567595.4 567595.4 2011  
## 2: 155966.02 245131.88 137811.38 538909.3 538909.3 2011  
## 3: 212739.13 106088.18 16452.6 335279.9 335279.9 2011  
## 4: 77916.0 56120.71 198306.9 332343.6 332343.6 2011  
## 5: 134401.6 9737.0 182234.59 326373.2 326373.2 2011  
## 6: 118602.0 8601.0 189082.74 316285.7 316285.7 2011  
## Notes Agency Status  
## 1: NA San Francisco   
## 2: NA San Francisco   
## 3: NA San Francisco   
## 4: NA San Francisco   
## 5: NA San Francisco   
## 6: NA San Francisco

colSums(is.na(salary))

## Id EmployeeName JobTitle BasePay   
## 0 0 0 0   
## OvertimePay OtherPay Benefits TotalPay   
## 0 0 0 0   
## TotalPayBenefits Year Notes Agency   
## 0 0 148654 0   
## Status   
## 0

salary.class<- salary[, "Status"]  
  
head(salary.class)

## Status  
## 1:   
## 2:   
## 3:   
## 4:   
## 5:   
## 6:

salary.new<- salary[, c(1, 2, 3, 4,6)]  
airquality.class<- airquality[, "Month"]  
head(airquality.new)

## Ozone Solar.R Wind Temp Day  
## 1 0.23952096 0.5596330 0.3000000 0.2682927 0.00000000  
## 2 0.20958084 0.3394495 0.3315789 0.3902439 0.03333333  
## 3 0.06586826 0.4342508 0.5736842 0.4390244 0.06666667  
## 4 0.10179641 0.9357798 0.5157895 0.1463415 0.10000000  
## 5 0.13542146 0.5330162 0.6631579 0.0000000 0.13333333  
## 6 0.16167665 0.5330162 0.6947368 0.2439024 0.16666667

## Challenge 3  
# ---  
# Question: Cluster customers from the given wholesale customer database.  
# ---  
# Dataset source = https://archive.ics.uci.edu/ml/datasets/Wholesale+customers  
# ---  
  
customer <- fread("https://archive.ics.uci.edu/ml/datasets/Wholesale+customers")

## Warning in fread("https://archive.ics.uci.edu/ml/datasets/Wholesale+customers"):  
## Detected 1 column names but the data has 2 columns (i.e. invalid file). Added 1  
## extra default column name for the first column which is guessed to be row names  
## or an index. Use setnames() afterwards if this guess is not correct, or fix the  
## file write command that created the file to create a valid file.

## Warning in fread("https://archive.ics.uci.edu/ml/datasets/Wholesale+customers"):  
## Stopped early on line 27. Expected 2 fields but found 1. Consider fill=TRUE and  
## comment.char=. First discarded non-empty line: <<}>>

head(customer)

## V1 {  
## 1: alert( "Please enter search terms." ) NA  
## 2: form.q.focus() NA  
## 3: return false NA

customer

customer

## V1 {  
## 1: alert( "Please enter search terms." ) NA  
## 2: form.q.focus() NA  
## 3: return false NA